This post is for all those folk who might be considering wrapping some tidyverse commands in a function to make their code cleaner and hopefully gain some speed advantages.

For this example I’ve created a dummy set of raw data that we can make some arbitrary selection and transformation on and save as clean. In this case I’ve created dates with some observations happening each day, labelled as ‘a’ to ‘c’. Alongside this I’ve duplicated these columns to give us something to drop. Dummy data created with:

library(tidyverse)

# Dummy files to process

dir.create("./temp/raw", recursive=T)

dir.create("./temp/clean")

lapply(1950:2017, function(i){

date = seq.Date(as.Date(paste0(i, "-01-01")),

as.Date(paste0(i, "-12-31")),

by=1)

a = rnorm(length(date))

a1 = rnorm(length(date))

a2 = rnorm(length(date))

b = rpois(length(date), 10)

b1 = rpois(length(date), 10)

b2 = rpois(length(date), 10)

c = rexp(length(date), 5)

c1 = rexp(length(date), 5)

c2 = rexp(length(date), 5)

write\_csv(data.frame(date, a, b, c),

paste0("./temp/raw/file\_", i, ".csv"))

})

We’ve now got a directory with 68 csv files, each containing some fabricated daily data. In order to read files into R, the first thing to do is get a path to it, we can do this with `list.files()`:

# Get a vector of file names

f = list.files("./temp/raw", pattern="file")

Now we have an object, `f`, which contains all our file names we can write a process to get them ready for analysis. I’m illustrating this by selecting 4 columns (date, a, b and c) and converting them to a long tidy format. I’ve had a stab at writing this process in tidyverse alone, but can’t figure out how to pass `write\_csv()` a file name. I suspect the answer lies in turning `f` into a data frame with a column for in and a column for out. Seems pretty awkward to me. I welcome answers in the comments!

# Interactive dplyr

# Who knows what ??? should take, I don't!

system.time(

paste0("./temp/raw/", f) %>%

read\_csv() %>%

select(date, a, b, c) %>%

gather(variable, value, -date) %>%

write\_csv(???)

)

The above doesn’t work, but we can adapt it slightly to make it a function. We’re now able to pass our tidyverse code individual file names, here represented by `i`. Finally, the clean data are written out into the clean folder. In the real world we may also want to change the file name to reflect the clean status.

# As a function

read\_clean\_write = function(i){

paste0("./temp/raw/", i) %>%

read\_csv() %>%

select(date, a, b, c) %>%

gather(variable, value, -date) %>%

write\_csv(paste0("./temp/clean/", i))

}

Finally, we can run the above as a loop (usually bad), lapply or something else:

# Loop

for (j in f){

read\_clean\_write(j)

}

# lapply

lapply(f, read\_clean\_write)

But how fast were they? Can we get faster? Thankfully R provides `system.time()` for timing code execution. In order to get faster, it makes sense to use all the processing power our machines have. The ‘parallel’ library has some great tools to help us run our jobs in parallel and take advantage of multicore processing. My favourite is `mclapply()`, because it is very very easy to take an `lapply` and make it multicore. Note that mclapply doesn’t work on Windows. The following script runs the `read\_clean\_write()` function in a for loop (boo, hiss), lapply and mclapply. I’ve run these as list elements to make life easier later on.

library(parallel)

# Loop

times = list(

loop = system.time(

for (j in f){

read\_clean\_write(j)

}

),

lapply = system.time(

lapply(f, read\_clean\_write)

),

mclapply = system.time(

mclapply(f, mc.cores=4, read\_clean\_write)

)

)

Next we can plot up these results. I’m using sapply to get only the elapsed time from the proc.time object, and then cleaning the elapsed part from the vector name.

![barplot](data:image/png;base64,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)

Single run comparison of 3 loop methods in R.

x = sapply(times, function(i){i["elapsed"]})

names(x) = substr(names(x), 1, nchar(names(x)) - 8)

par(mar=c(5, 5, 4, 2) + 0.1)

barplot(x, names.arg=names(x),

main="Elapsed time on an Intel i5 4460 with 4 cores at 3.2GHz",

xlab="Seconds", horiz=T, las=1)

par(mar=c(5, 4, 4, 2) + 0.1)

Unsurprisingly mclapply is the clear winner. It’s spreading the work across four cores instead of one, so unless the job is very simple it will always be fastest!

Having run this code a few times, I noticed the results are not consistent. Because we’ve been working in code we can examine the variability. I’ve done this by running each method 100 times:

times = lapply(1:100, function(i){

x = list(

forloop=system.time(

for (j in f){

read\_clean\_write(j)

}

),

lapply = system.time(

lapply(f, read\_clean\_write)

),

mclapply = system.time(

mclapply(f, mc.cores=4, read\_clean\_write)

)

)

x = sapply(x, function(k){k["elapsed"]})

names(x) = substr(names(x), 1, nchar(names(x))-8)

x

})

# Tidy

x = lapply(seq\_along(times), function(i){

data.frame(run=i,

forloop=times[[i]]["forloop"],

lapply=times[[i]]["lapply"],

mclapply=times[[i]]["mclapply"])

})

x = do.call("rbind.data.frame", x)

My poor computer! Now we can plot these results up. I’ve chosen violin plots to help us see the distribution of results:
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Many runs comparing loop methods in R.

png("./temp/violin.png", height=500, width=1000)

x %>%

gather(variable, value, -run) %>%

ggplot(aes(variable, value)) +

geom\_violin(fill="grey70") +

labs(title="100 runs comparing for-loop, lapply and mclapply",

x="",

y="Seconds") +

coord\_flip() +

theme\_bw() +

theme(text = element\_text(size=20),

panel.grid=element\_blank())

dev.off()

Then, we can pull out median values for each:

|  |  |
| --- | --- |
| **Method** | **Time (seconds)** |
| forloop | 1.5255 |
| lapply | 1.5200 |
| mclapply | 0.4515 |

x %>%

gather(variable, value, -run) %>%

group\_by(variable) %>%

summarise(median(value))